**CODE:**//Libraries Used

!pip install SpeechRecognition pydub noisereduce

import speech\_recognition as sr

from pydub import AudioSegment

import noisereduce as nr

import os

//Function to identify Repeated Words

def identify\_stuttered\_word(text):

    words = text.split()

    repeated\_words = {}

    for word in words:

        count = words.count(word)

        if count > 1:

            repeated\_words[word] = count

    return repeated\_words

recognizer = sr.Recognizer()

from google.colab import files

uploaded = files.upload()

file\_name = next(iter(uploaded))

mp3\_audio = AudioSegment.from\_mp3(file\_name)

wav\_file = "uploaded\_audio.wav"

mp3\_audio.export(wav\_file, format="wav")

//Recognizing speech using Google Speech Recognition

try:

    with sr.AudioFile(wav\_file) as source:

        audio\_data = recognizer.record(source)

        print("Recognizing...")

        text = recognizer.recognize\_google(audio\_data)

        print("You said:", text)

        //Identifying Stuttering words

        stuttered\_words = identify\_stuttered\_word(text)

        if stuttered\_words:

            most\_stuttered\_word = max(stuttered\_words, key=stuttered\_words.get)

            print("Most stuttered word:", most\_stuttered\_word)

        else:

            print("No stuttered words found.")

except sr.UnknownValueError:

    print("Sorry, could not understand audio.")

except sr.RequestError as e:

    print("Error:", e)

//Cleaning up temporary wav file

os.remove(wav\_file)

**OUTPUT:**![](data:image/png;base64,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)